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Software reliability engineering is focused on engineering techniques for developing and maintaining software 

systems whose reliability can be quantitatively evaluated. In order to estimate as well as to predict the 

reliability of software systems, failure data need to be properly measured by various means during software 

development and operational phases. Moreover, credible software reliability models are required to track 

underlying software failure processes for accurate reliability analysis and forecasting. Although software 

reliability has remained an active research subject over the past 35 years, challenges and open questions still 

exist. In particular, vital future goals include the development of new software reliability engineering 

paradigms that take software architectures, testing techniques, and software failure manifestation mechanisms 

into consideration. In this paper, we review the history of software reliability engineering, the current trends 

and existing problems, and specific difficulties. Possible future directions and promising research subjects in 

software reliability engineering are also addressed. 
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ABSTRACT 
 

INTRODUCTION 
Software permeates our daily life. There is probably no other human-made material which is more 

omnipresent than software in our modern society. It has become a crucial part of many aspects of 

society: home appliances, telecommunications, automobiles, airplanes, shopping, auditing, web 

teaching, personal entertainment, and so on. In particular, science and technology demand high- 

quality software for making improvements and breakthroughs. 

 
The size and complexity of software systems have grown dramatically during the past few decades, 

and the trend will certainly continue in the future. The data from industry show that the size of the 

software for various systems and applications has been growing exponentially for the past 40 years 

[20]. The trend of such growth in the telecommunication, business, defense, and transportation 

industries shows a compound growth rate of ten times every five years. Because of this ever- 

increasing dependency, software failures can lead to serious, even fatal, consequences in safety- 
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critical systems as well as in normal business. Previous software failures have impaired several high 

visibility programs and have led to loss of business [28]. 

The ubiquitous software is also invisible, and its invisible nature makes it both beneficial and 

harmful. From the positive side, systems around us work seamlessly thanks to the smooth and swift 

execution of software. From the negative side, we often do not know when, where and how software 

ever has failed, or will fail. Consequently, while reliability engineering for hardware and physical 

systems continuously improves, reliability engineering for software does not really live up to our 

expectation over the years. This situation is frustrating as well as encouraging. It is frustrating 

because the software crisis identified as early as the 1960s still stubbornly stays with us, and 

“software engineering” has not fully evolved into a real engineering discipline. Human judgments  

and subjective favorites, instead of physical laws and rigorous procedures, dominate many decision 

making processes in software engineering. The situation is particularly critical in software reliability 

engineering. Reliability is probably the most important factor to claim for any engineering discipline, 

as it quantitatively measures quality, and the quantity can be properly engineered. Yet software 

reliability engineering, as elaborated in later sections, is not yet fully delivering its promise. 

Nevertheless, there is an encouraging aspect to this situation. The demands on, techniques of, and 

enhancements to software are continually increasing, and so is the need to understand its reliability. 

The unsettled software crisis poses tremendous opportunities for software engineering researchers as 

well as ractitioners. The ability to manage quality software production is not only a necessity, but also 

a key distinguishing factor in maintaining a competitive advantage for modernbusinesses. 

 
Software reliability engineering is centered on a key attribute, software reliability, which is defined as 

the probability of failure-free software operation for a specified period of time in a specified 

environment [2]. Among other attributes of software quality such as functionality, usability, 

capability, and maintainability, etc., software reliability is generally accepted as the major factor in 

software quality since it quantifies software failures, which can make a powerful system inoperative. 

Software reliability engineering (SRE) is therefore defined as the quantitative study of the operational 

behavior of software-based systems with respect to user requirements concerning reliability. As a 

proven technique, SRE has been adopted either as standard or as best current practice by more than 

50 organizations in their software projects and reports [33], including AT&T, Lucent, IBM, NASA, 

Microsoft, and many others in Europe, Asia, and North America. However, this number is still 

relatively small compared to the large amount of software producers in the world. Existing SRE 

techniques suffer from a number of weaknesses. First of all, current SRE techniques collect the  

failure data during integration testing or system testing phases. Failure data collected during the late 

testing phase may be too late for fundamental design changes. Secondly, the failure data collected in 

the in-house testing may be limited, and they may not represent failures that would be uncovered 

under actual operational environment. This is especially true for high-quality software systems which 

require extensive and wide-rangingtesting. 
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HISTORICAL SOFTWARE RELIABILITY ENGINEERING TECHNIQUES 
 

In the literature a number of techniques have been proposed to attack the software reliability 

engineering problems based on software fault lifecycle. We discuss these techniques, and focus on 

two ofthem. 

 
Fault lifecycle techniques 

 
Achieving highly reliable software from the customer’s perspective is a demanding job for all 

software engineers and reliability engineers. [28] summarizes the following four technical areas 

which are applicable to achieving reliable software systems, and they can also be regarded as four 

fault lifecycletechniques: 

1) Fault prevention: to avoid, by construction, faultoccurrences. 

2) Fault removal: to detect, by verification and validation, the existence of faults and eliminatethem. 

3) Fault tolerance: to provide, by redundancy, service complying with the specification in spite of 

faults having occurred oroccurring. 

4) Fault/failure forecasting: to estimate, by evaluation, the presence of faults and the occurrences and 

consequences of failures. This has been the main focus of software reliabilitymodeling. 

 
Software reliability models and measurement 

 
As a major task of fault/failure forecasting, software reliability modeling has attracted much research 

attention in estimation (measuring the current state) as well as prediction (assessing the future state) 

of the reliability of a software system. A software reliability model specifies the form of a random 

process that describes the behavior of software failures with respect to time. A historical review as 

well as an application perspective of software reliability models can be found in [7, 28]. There are 

three main reliability modeling approaches: the error seeding and tagging approach, the data domain 

approach, and the time domain approach, which is considered to be the most popular one. The basic 

principle of time domain software reliability modeling is to perform curve fitting of observed time- 

based failure data by a pre-specified model formula, such that the model can be parameterized with 

statistical techniques (such as the Least Square or Maximum Likelihood methods). The model can 

then provide estimation of existing reliability or prediction of future reliability by extrapolation 

techniques.Softwarereliabilitymodelsusuallymakeanumberofcommonassumptions,asfollows. 

(1) The operation environment where the reliability is to be measured is the same as the testing 

environment in which the reliability model has been parameterized. (2) Once a failure occurs, the 

fault which causes the failure is immediately removed. (3) The fault removal process will not 

introduce new faults. (4) The number of faults inherent in the software and the way these faults 

manifest themselves to cause failures follow, at least in a statistical sense, certain mathematical 

formulae. Since the number of faults (as well as the failure rate) of the software system reduces  when 
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the testing progresses, resulting in growth of reliability, these models are often called software 

reliability growth models (SRGMs). 

 

CURRENT TRENDS ANDPROBLEMS 
 

The challenges in software reliability not only stem from the size, complexity, difficulty, and novelty 

of software applications in various domains, but also relate to the knowledge, training, experience and 

character of the software engineers involved. We address the current trends and problems from a 

number of software reliability engineeringaspects. 

 
1. Software reliability and systemreliability 

2. Software reliabilitymodeling 

3. Metrics andmeasurements 

4. Data collection andanalysis 

5. Methods andtools 

6. Testing and operationalprofiles 

 

POSSIBLE FUTURE DIRECTIONS 
 

SRE activities span the whole software lifecycle. We discuss possible future directions with respect to 

five areas: software architecture, design, testing, metrics and emerging applications. 

 
Reliability for software architectures and off-the-shelf components 

 
Due to the ever-increasing complexity of software systems, modern software is seldom built from 

scratch. Instead, reusable components have been developed and employed, formally or informally.On 

the one hand, revolutionary and evolutionary object-oriented design and programming paradigms 

have vigorously pushed software reuse. On the other hand, reusable software libraries have been a 

deciding factor regarding whether a software development environment or methodology would be 

popular or not. In the light of this shift, reliability engineering for software development is focusing 

on two major aspects: software architecture, and component-based softwareengineering. 

The software architecture of a system consists of software components, their external properties, and 

their relationships with one another. As software architecture is the foundation of the final software 

product, the design and management of software architecture is becoming the dominant factor in 

software reliability engineering research. Well designed software architecture not only provides a 

strong, reliable basis for the subsequent software development and maintenance phases, but also 

offers various options for fault avoidance and fault tolerance in achieving high reliability. Due to the 

cardinal importance of, and complexity involved in, software architecture design and modeling, being 

agoodsoftwarearchitectisararetalentthatishighlydemanded.Agoodsoftwarearchitectsees 
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widely and thinks deeply, as the components should eventually fit together in the overall framework, 

and the anticipation of change has to be considered in the architecture design. A clean, carefully laid 

out architecture requires up-front investments in various design considerations, including high 

cohesion, low coupling, separation of modules, proper system closure, concise interfaces, avoidance 

of complexity, etc. These investments, however, are worthwhile since they eventually help to increase 

software reliability and reduce operation and maintenance costs. 

 
One central research issue for software architecture concerning reliability is the design of failure- 

resilient architecture. This requires an effective software architecture design which can guarantee 

separation of components when software executes. When component failures occur in the system, 

they can then be quickly identified and properly contained. Various techniques can be explored in 

such a design. For example, memory protection prevents interference and failure propagation between 

different application processes. Guaranteed separation between applications has been a major 

requirement for the integration of multiple software services in complicated modern systems. It 

should be noted that the separation methods can support one another, and usually they are combined 

for achieve better reliability returns. Exploiting this synergy for reliability assessment is a possibility 

for furtherexploration. 

 
These methods favor reliability engineering in multiple ways. First of all, they directly increase 

reliability by reducing the frequency and severity of failures. Run-time protections may also detect 

faults before they cause serious failures. After failures, they make fault diagnosis easier, and thus 

accelerate reliability improvements. For reliability assessment, these failure prevention methods 

reduce the uncertainties of application interdependencies or unexpected environments. So, for 

instance, having sufficient separation between running applications ensures that when we port an 

application to a new platform, we can trust its failure rate to equal that experienced in a similar use on 

a previous platform plus that of the new platform, rather than being also affected by the specific 

combination of other applications present on the new platform. 

 
Achieving design for reliability 

 
1. Faultconfinement 

2. Faultdetection 

3. Diagnosis. 

4. Reconfiguration 

5. Recovery 

6. Restart 

7. Repair 
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Testing for reliability assessment 

Software testing and software reliability have traditionally belonged to two separate communities. 

Software testers test software without referring to how software will operate in the field, as often the 

environment cannot be fully represented in the laboratory. Consequently they design test cases for 

exceptional and boundary conditions, and they spend more time trying to break the software than 

conducting normal operations. Software reliability measurers, on 

the other hand, insist that software should be tested according to its operational profile in order to 

allow accurate reliability estimation and prediction. In the future, it will be important to bring the two 

groups together, so that on the one hand, software testing can be effectively conducted, while on the 

other hand, software reliability can be accurately measured. One approach is to measure the test 

compression factor, which is defined as the ratio between the mean time between failures during 

operation and during testing. This factor can be empirically determined so that software reliability in 

the field can be predicted from that estimated during testing. Another approach is to ascertain how 

other testing related factors can be incorporated into software reliability modeling, so that accurate 

measures can be obtained based on the effectiveness of testing effort. 

 
Software engineering targeted for general systems may be too ambitious. It may find more successful 

applications if it is domain-specific. In this Future of Software Engineering volume, future software 

engineering techniques for a number of emerging application domains have been thoroughly 

discussed. Emerging software applications also create abundant opportunities for domain-specific 

reliability engineering. 

 
One key industry in which software will have a tremendous presence is the service industry. Service 

oriented design has been employed since the 1990s in the telecommunications industry, and  it 

reached software engineering community as a powerful paradigm for Web service development, in 

which standardized interfaces and protocols gradually enabled the use of third-party functionality 

over the Internet, creating seamless vertical integration and enterprise process management for cross- 

platform, cross-provider, and cross-domainapplications. 

 
Researchers have proposed the publish/subscribe paradigm as a basis for middleware platforms that 

support software applications composed of highly evolvable and dynamic federations of components. 

In this approach, components do not interact with each other directly; instead an additional 

middleware mediates their communications. Publish/subscribe middleware decouples the 

communication among components and supports implicit bindings among components. The sender 

does not know the identity of the receivers of its messages, but the middleware identifies them 

dynamically. Consequently new components can dynamically join the federation, become 

immediately active, and cooperate with the other components without requiring any reconfiguration 

of the architecture. Interested readers can refer to [21] for future trends in middleware-based software 

engineeringtechnologies. 
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The open system approach is another trend in software applications. Closed-world assumptions do  

not hold in an increasing number of cases, especially in ubiquitous and pervasive computing settings, 

where the world is intrinsically open. Applications cover a wide range of areas, from dynamic supply- 

chain management, dynamic enterprise federations, and virtual endeavors, on the enterprise level, to 

automotive applications and home automation on the embedded-systems level. In an open world, the 

environment changes continuously. Software must adapt and react dynamically to changes, even if 

they are unanticipated. Moreover, the world is open tonew 

components that context changes could make dynamically available – for example, due to mobility. 

Systems can discover and bind such components dynamically to the application while it is executing. 

 
The software must therefore exhibit a self-organization capability. In other words, the traditional 

solution those software designers adopted – carefully elicit change requests, prioritize them, specify 

them, design changes, implement and test, then redeploy the software – is no longer viable. More 

flexible and dynamically adjustable reliability engineering paradigms for rapid responses to software 

evolution are required. 

 

CONCLUSIONS 
 

As the cost of software application failures grows and as these failures increasingly impact business 

performance, software reliability will become progressively more important. Employing effective 

software reliability engineering techniques to improve product and process reliability would be the 

industry’s best interests as well as major challenges. In this paper, we have reviewed the history of 

software reliability engineering, the current trends and existing problems, and specific difficulties. 

Possible future directions and promising research problems in software reliability engineering have 

also been addressed. We have laid out the current and possible future trends for software reliability 

engineering in terms of meeting industry and customer needs. In particular, we have identified new 

software reliability engineering paradigms by taking software architectures, testing techniques, and 

software failure manifestation mechanisms into consideration. Some thoughts on emerging software 

applications have also been provided. 

 

ITEM Softwareis an acknowledged world leader in the supply of Reliability Engineering and Safety 

Analysis Software. If your business is involved with Reliability, Availability, Maintainability and 

Safety (RAMS) evaluation, or Risk Assessment, our products are an essential part of your software 

solutions. 

 

We are dedicated to providing our customers with the highest standard of products and after sales 

service. Our products are continuously being upgraded in response to user requirements and current 

software technology. Support is available from experienced engineers and software specialists. We 

also provide training in the techniques employed in this area and the use of our software products. 
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ITEM Software produces reliability analysis tools which are applicable to a wide range of industries. 

ITEM Toolkit’s Fault Tree, Markov, and FMECA modules can be used to model software reliability, 

physical security, as well as human interaction with systems. Our Event Tree module can be used to 

perform Decision Tree Analysis, as well as Safety Assessment of any system. Our reliability 

prediction analysis modules are up-to-date yet flexible enough to suit your evolving needs. The main 

features :- 

 

 Powerful and user friendly reliability engineering softwaretools 

 Extensive printing and report generationcapabilities 

 Build and open multiple systems and projectfiles 

 Multi-document interface allows easy transfer ofdata 

 Import and export to MS Excel, Access Wordetc. 

 Take advantage of powerful 'what if' analyticaltools 

 More accurate and efficient than manualmethods 

 Identify weak areas in a systemdesign 

 Select components with regard to reliability and costsavings 

 Optimize designs to meet targetedgoals 

 Graphically construct system hierarchydiagrams 

 Library management facilities to build and customizelibraries 

 Powerful chartingfacilities 

 Drag and drop components and systems betweenprojects 

 Flexible graphical editing capabilities for event sequence diagrams and faulttrees 

 Advanced hybrid linking andmodeling 

 Combine prediction methods for complexanalysis 

 Linked block facility reduces repetitive dataentry 
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